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# Description

This report documents the practical work carried out in the final 3 weeks of the Python programming course. The lecturer provided six technical walkthroughs, covering the basic theory of the Python language with sample code and exercises. Topics covered were error handling, object-oriented programming, testing, logging, the transmission of files using network protocols and project folder creation. Students were required to type sample code, complete the exercises and store their work in a folder each week for later consolidation into a compressed archive for submission and grading.

# Aims

The intention of the work was to build on the Python skills acquired over the previous weeks. Code reuse was emphasised and generally practised. The following individual aims were identified: -

1. To write maintainable and robust code using proper error-handling techniques.
2. To gain skills in object-oriented programming.
3. To develop testing skills to aid in the delivery of bug-free quality software.
4. To gain experience in system logging techniques.
5. To enhance network utility skills using standard network protocols in the exchange of files.
6. To understand best practices in creating directory structures for projects.

# Methodology

All work was completed using Windows 11 Desktop, Python 3.10 and Visual Studio Code editor. The lecturer provided six technical walkthroughs containing Python theory, sample scripts and exercises to facilitate learning. Students were required to type the sample code to become familiar with the language’s syntax and complete the required exercises to improve their problem-solving skills. Code reuse was emphasised and used to teach new coding principles. References were provided, and students were expected to do additional background reading. All completed code was stored in a folder structure for each walkthrough and for later submission and grading.

# Results and Testing

Based on the briefing for this work, the code written and tested was sufficient proof of work completed. The attached zip-compressed file contains six separate folders directly addressing each walkthrough. Below is the list of the issues encountered in the various walkthroughs [Table 1].

Table 1 Walkthrough Results

|  |  |  |
| --- | --- | --- |
| Walkthrough No | Status | Comments/Issues |
| 7. Error Handing | Completed | The exercise on zero division was completed successfully. |
| 8. Object Oriented Coding | Completed | Class template and device exercises were successfully completed. OOP required considerable extra reading for understanding. |
| 9. Writing Tests | Completed | The Pylint code analyser proved annoying as it misinterpreted variables as constants when defining outside functions and was excessively noisy and pedantic on trailing spaces. |
| 10. Logging & Time | Completed | All tasks were completed but references were missing from the documentation. |
| 11. Network Utilities | Completed | No issues were encountered, and all exercises were completed. |
| 12. Creating a Project | Completed | The project folder structure was completed using the batch file. |

# Conclusions

During this three-week period, students progressed in learning the basics of the Python language via a series of technical walkthroughs provided by the lecturer. The course content became more focused on the infrastructure area with the writing of network utilities taught with real-world examples. This final part of the course also focused on improving programming skills and instilling best practices in coding through error-handling techniques, testing and proper documentation.

The subject of writing utilities and error handling was covered in walkthrough 7 [1]. Python comes well equipped with built-in modules for this purpose, and the Platform module was used to determine the operating system and the OS module to find the current working directory [2][3]. It has been said that the mark of a good computer program is one that runs successfully and is not easily broken. Programs may crash or fail for several reasons, such as invalid inputs (entered unintentionally or maliciously) or things outside the developer's control, such as disk space or broken network connection [4]. Some errors, such as syntax where the language's grammar has been ignored, cannot be handled, but other run-time errors, known as exceptions, should be anticipated and handled in scripts. While languages such as C++ and JavaScript use "try" and "catch" keywords to handle these errors, there is no such keyword as "catch" in the Python language, so it uses a "try" and "except" for these run-time errors or exceptions and optional else and final blocks [5]. In walkthrough 7, several practical examples were completed to demonstrate error handling [1]. The student was also challenged to write a script to handle zero division and input errors and was completed successfully.

In computing, the term programming paradigm refers to a way or style of programming and is not specific to one language [6]. Python is a multi-paradigm programming language as it can incorporate imperative, procedural, functional, and Object-Oriented Programming (OOP) styles [7). In walkthrough 8, students were introduced to the object-oriented paradigm, a programming method around objects rather than functions or logic [8][9]. The walkthrough helped navigate the minefield of OOP terminology, with explanations given of the key characteristics of OOP which include class, abstraction, encapsulation, inheritance and polymorphism. Students were guided step by step in creating a class with its associated constructor and methods and shown how to instantiate objects from this class for use as a template for other projects. An abstract class, which is not instantiated, was created to hold attributes and methods.

The current buzzword in information technology is DevOps which is an amalgam of the word development and operations. Traditionally development and operations staff have existed in their silos, with responsibility for problems in hardware and software being passed from one side to the other [10]. DevOps represents a culture shift and is centred around the principles of teamwork, reducing silo thinking by developing relationships between development and operation staff, fast iterations and automation where possible [11]. These all-present major challenges for infrastructure staff who are drawn more into the scripting world with the demand for high-performance deployment and more robust monitoring. Walkthrough 9 introduced Pylint, a static code analysis tool also known as a linter. It can check code for errors and coding standards and offers suggestions on refactoring, helping to develop a good coding style but was found to be excessively noisy at times [12][13]. The Unittest module was used for unit testing, where parts of the software are tested to validate performance against design [14]. A file was created with a filename starting with the keyword test, a class was created to extend ‘unittest.TestCase’, and methods, named with the starting word test, were written for test cases.

Dates and times challenge any programmer as they must deal with time zones, daylight savings and different date formats. [15]. In walkthrough 10, the DateTime module calculated the current and Unix epoch time [16]. Students were also asked to code the current time and date, which was completed successfully. Logging was also part of this walkthrough, and it is a valuable tool in the development and debugging of software [17]. Python has a built-in logging module, but logging was done manually. Information on the operating system and CPU was written to a log and CSV (Comma Separated Value) files using various functions and modules, including PSutil, a cross-platform library used in system monitoring and retrieves information on running processes and system utilization [18]

Walkthrough 11 demonstrated working with network protocols, specifically in the transfer of files [19]. First, without authentication, the File Transfer Protocol (FTP) was used to transfer data between server and client using Windows Secure Copy (WinSCP) [20]. A Python dictionary item was created to store the FTP details in a separate file in the settings folder. In the second demonstration, User Datagram Protocol (UDP) was used to send packets and with this unreliable protocol, there was no error correction, acknowledgement or guaranteed delivery [21]. The socket module was imported to create a bidirectional communication channel for sending the files between the server and the client and tested using the console window [22]. In the third demonstration, the more reliable Transmit Control Protocol (TCP) was used with connections established prior to sending, packets acknowledged, and dropped packets resubmitted [23]. Finally, multicast was used to broadcast packets to every client on the network using a specific IP address for multicast transmission.

The topic of creating a project folder structure was covered in walkthrough 12 [24]. Starting a project with a solid folder structure benefits the author in staying organised and others using the code to discern the data flow and code execution [25]. It may also prove a timesaver in the future when code must be revisited. A folder structure for a project was successfully created using a batch file. A script was stored in the source folder, and the main file at the root of the project folder to allow for relative paths making the project more portable. A readme file to explain the project and a changelog showing revision history should also be placed at the root of the folder [26]. This walkthrough was beneficial in highlighting the best practices for project folder creation.

The last three weeks of the basic Python course were completed successfully, as all walkthroughs were comprehensible, and all aims were met. Students were left with an arsenal of code for a future project. Infrastructure as Code is a fearful subject for many seasoned infrastructure staff as some say that it is taking the pitfalls of networking and adding them to the pitfalls of programming [27]. The course has somewhat alleviated these fears and opened the possibilities that Infrastructure as Code may bring to the working lives of infrastructure staff.
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